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Abstract—DevOps is a combination of tools and methodologies
that aims at improving the software development, build and
deploy processes by shortening this lifecycle and improving
software quality. Despite its many benefits it still presents many
challenges when it comes to its ease of use and accessibility. One
of the reasons is the tremendous proliferation of different tools,
languages and syntax which makes the field quite difficult to
learn and keep up to date.

Our goal with this PhD project is to study a model-driven
approach that can abstract the particularities of the different
kinds of tools for the different parts of the DevOps process
(from source code management to deployment). Moreover, we
will also use model-driven techniques to allow users to express
their pipelines without the need to know all the implementation
details (e.g. configuration files) of all the tools they need to use.

Index Terms—DevOps, end-user software development, model-
driven engineering

I. INTRODUCTION

DevOps is a means for software development and deliv-
ery by using various tools and techniques that integrate the
worlds of development and operations [1]. The DevOps word
comes from the combination of Development with Operations.
Indeed, this term is used to describe a culture where these
two realms are no longer separated as in the past, but are
now just one. The integration of these two fields is achieved
through automated development, build, deployment, and mon-
itoring. One of the goals is to achieve reliable, secure, fast
and continuous delivery of software, to improve productivity
in businesses and workers’ well being. Moreover, software
engineers that use DevOps are more resilient and equipped for
fast changes [2]. However organizations and developers face
many obstacles when adopting DevOps, including changes in
the architectural organization, dealing with problems in older
infrastructure and the integration of different DevOps tools [3].
Other problems faced by developers are in learning and using
the specific DevOps tools which can be overwhelming and
can decrease the improvements expected with the adoption of
DevOps [4].

Model-driven engineering (MDE) has been used to cope
with numerous problems in computer science, from complex-
ity to the increase of compatibility between different systems,
to aid in the design process, or in improving the communica-
tion between different teams and team members [5]. Models
are in many cases visual languages, or can be represented as
such, and we believe they are a good approach to remove
the complexity associated with DevOps, making it easier to
adopt and use. Thus, in this project we intend to use MDE to

cope with the complexity of DevOps and to make it accessible
to more users and in particular users with a less strong
background in this kind of technology.

II. STATE OF THE ART

Little work has been done by the research community to
aid DevOps teams in being more productive. One exception
is the work of Piedade et al. which present on the very few
approaches to try to improve Docker Compose1 usability by
proposing a visual language that reduces the complexity and
learning curve to use this tool by equipping users with an
intuitive and functional interface [6].

Some projects have already used MDE for DevOps most
notably to represent the DevOps process and software ar-
chitectures [7], [8], [9], [10]. Despite applying MDE to this
process their approaches most of these often focus on the
management side of software engineering and do not offer
a concrete way of replacing or complementing the use of
textual tools. Nevertheless some projects such as ARGON
generate and replace textual infrastructure, using the high level
specification, more precisely this tool uses UML languages
to generate scripts to automate and manage configuration
management tools and lets users express cloud deployment
operations in a generic approach that can be used for different
providers [11].

III. OBJECTIVES

In this PhD project our initial goal is to better study and
understand some of the problems faced by software engineers
and business when adopting and using DevOps. We will do
so by reaching out to software companies and interviewing
the engineers. We will also discuss with practitioners possible
future directions for DevOps so we can try to cope with them
in our proposals.

Given the proliferation of tools, languages, and syntaxes
related to DevOps, there is a need for improvement in current
DevOps adoptions. One of our goals is to create abstract layers
capable of automating portions of the DevOps’ process and
facilitate the developers’ work. Thus, we will study model-
driven approaches to cope with the diversity in this field.

Beyond improving single steps of the DevOps process we
also have the goal of unifying these steps into an integrated
solution that can facilitate the whole process for organizations

1Docker Compose (https://docs.docker.com/compose) is a tool to define and
run multi container applications, being itself already an improvement over the
use of Docker (https://docs.docker.com), a tool for managing containers.
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and developers alike. Thus, we need to study how to integrate
the different steps in a pipeline that can be instantiated by each
team for each project.

Thus, during this PhD project we will answer the following
research questions:

RQ1: How has DevOps evolved over time in practice and
where might it go in the future?

RQ2: To which extent is it possible to design a language
that is capable of abstracting the current DevOps different parts
and cope with future changes and technologies?

RQ3: What is the best methodology to integrate the different
parts of DevOps and turn it into a unified process?

IV. OUR APPROACH

The DevOps process can be divided in 3 parts: i) devel-
opment, ii) build management, and iii) deployment manage-
ment [1]. In this PhD project we will address each of these
parts as well as their integration.

A. Analysis and study of the DevOps process

Our initial goal is to approach industrial partners and find
the different techniques used to implement DevOps as well as
the most notable problems companies have in their daily lives.
We will meet with partner companies’ DevOps teams using
semi-structured interviews [12] to gather initial industrial evi-
dence of the current trends in DevOps. Moreover, we will also
try to understand previous processes they had and what they
think the future might be so we can understand the evolution of
DevOps in practice and prepare our methodologies for future
changes. Although we will start with these two companies, we
will also contact others to collect significant information about
the state-of-the-art of DevOps in industrial context. This work
will give us plenty of information so we can make decisions
based on empirical evidence.

B. Design and implementation of a generic framework for the
DevOps process

DevOps is characterized by an enormous amount of tools
available for each particular task. This implies DevOps teams
need to learn quite some tools, languages, notations to be
able to define concrete DevOps processes. This is quite
challenging given the amount of tools, not stable as tools
are created/changed frequently, and difficulty to integrate new
members as there are too many concepts to be learned before
starting to work. Thus, our goal is to create a framework
capable of specifying the different parts of the DevOps process
independently of the concrete technological choices of each
DevOps team.

To this end we will study model-driven methodologies and
propose a meta-model that can be used to generate different
models for the three parts of the process we mentioned
before [1]. This meta-model will need to include concepts
from development, build management and deployment. Each
of these models can then be instantiated in the different
tools. For instance, given a model for build management,
one can instantiate it in tools such as Gradle or Ant. The

intent is that our framework can generate the necessary code
or configuration files based on the model for existing tools,
or even for tools that may appear in the future, being only
necessary to create the necessary mapping between the model
and the new tool’s concrete syntax.

Such a framework will allow DevOps teams to have a single
specification of the different parts of the process and generate
concrete instances of the tools they choose for each project or
even in different periods of time.

Each of the models and the meta-model will be validated
using case studies collected in the initial part of this project.
This validation will be mostly an applicability validation, that
is, we will evaluate if the models are sufficient to represent a
significant amount of tools. After this validation we can create
a meta-model. These (meta-)models will then be implemented
using a framework such as Epsilon [13] and empirically
validated with DevOps teams.

C. DevOps pipelines without concrete technologies in mind

In this part of the work we will study how to integrate the
different steps of the DevOps process in a unified process.
Each team has their own way to integrate the different parts
of the process and thus we need to find a way to allow them
to define arbitrary combinations of the DevOps steps.

We will study how to extend the previously proposed mod-
els to include concepts from pipelines. We will also study other
languages such as the Business Process Modeling Notation
(BPMN) which is quite used in different industrial contexts
and thus may be more appealing for industrial practitioners.

Once more, the language we will propose will be validated
for its completness by applying it to several case studies.
Nevertheless, we will evaluate it empirically with practitioners
so we can assess its usability (efficiency, effectiveness and
satisfaction) by real users.

V. CONCLUDING REMARKS

The use of DevOps is currently quite standard in industry.
However, despite its benefits, it poses quite some challenges
as more as more tasks are asked to DevOps teams. In this
PhD project we will study how to use MDE to cope with this
growing complexity and how MDE can aid DevOps teams
being more effective and efficient.
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